**When Will It Be Needed?**Now, what does Builder class do? Separate the construction of a complex object from its representation so that the same construction process can create different representations.

A reader for the RTF (Rich Text Format) document exchange format should be able

to convert RTF to many text formats. The reader might convert RTF documents into

plain ASCII text or into a text widget that can be edited interactively. The problem,

however, is that the number of possible conversions is open-ended. So it should

be easy to add a new conversion without modifying the reader.

A solution is to configure the RTFReader class with a TextConverter object that

converts RTF to another textual representation. As the RTFReader parses the RTF

document, it uses the TextConverter to perform the conversion. Whenever the

RTFReader recognizes an RTF token (either plain text or an RTF control word),

it issues a request to the TextConverter to convert the token. TextConverter

objects are responsible both for performing the data conversion and for

representing the token in a particular format.   
  
Subclasses of TextConverter specialize in different conversions and formats. For

example, an ASCIIConverter ignores requests to convert anything except plain text.

A TeXConverter, on the other hand, will implement operations for all requests

in order to produce a TeX representation that captures all the stylistic

information in the text. A TextWidgetConverter will produce a complex user

interface object that lets the user see and edit the text

Each kind of converter class takes the mechanism for creating and assembling a

complex object and puts it behind an abstract interface. The converter is separate

from the reader, which is responsible for parsing an RTF document.

The Builder pattern captures all these relationships. Each converter class is

called a builder in the pattern, and the reader is called the director. Applied

to this example, the Builder pattern separates the algorithm for interpreting

a textual format (that is, the parser for RTF documents) from how a converted

format gets created and represented. This lets us reuse the RTFReader's parsing

algorithm to create different text representations from RTF documents—just

configure the RTFReader with different subclasses of TextConverter.

**RTFReader:**
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Now, you will see different Class Diagram symbols included in it:

Like, the relationship between TextConverter and (ASCIIConverter, TeXConverter, TextWidgetConverter)

**That relationship is called Realization/Implementation.**

a relationship between two model elements, in which one model element implements/executes the behavior that the other model element specifies.

Now, there is also Aggregation relationship between RTFReader and TextConverter.

Here, it means RTFReader has TextCoverter but the vice versa is not true.

Now, Note the following things:

RTFHeader constructs the ASCIIConverter, TexConverter, TextWidgets accordingly. **(using the Builder interface TextConverter)**

The final products are ASCIIText, TexText, TextWidget.

(Now, these represent the complex objects under construction. Actually TextConverter is the complex class under construction)

**Applicability:**

Use the Builder pattern when

* the algorithm for creating a complex object should be independent of the

parts that make up the object and how they're assembled.

* the construction process must allow different representations for the

object that's constructed.

**Structure:**

1. **Builder (TextConverter)**
   1. specifies an abstract interface for creating parts of a Product object.
   2. This abstract base class defines all of the steps that must be taken in order to correctly create a product.
   3. Each step is generally abstract as the actual functionality of the builder is carried out in the concrete subclasses.
   4. The GetProduct method is used to return the final product.
2. **ConcreteBuilder (ASCIIConverter, TeXConverter, TextWidgetConverter)**
   1. constructs and assembles parts of the product by implementing the

Builder interface.

* 1. defines and keeps track of the representation it creates.
  2. provides an interface for retrieving the product (e.g., GetASCIIText,

GetTextWidget).

1. **Director (RTFReader)**
   1. constructs an object using the Builder interface.
2. **Product (ASCIIText, TeXText, TextWidget)**
   1. represents the complex object under construction. ConcreteBuilder

builds the product's internal representation and defines the process

by which it's assembled. (It defines the type of the complex object that is to be generated by the builder pattern.)

* 1. includes classes that define the constituent parts, including

interfaces for assembling the parts into the final result.

**Collaborations:**

* The client creates the Director object and configures it with the desired

Builder object.

* Director notifies the builder whenever a part of the product should be built
* Builder handles requests from the director and adds parts to the product.
* The client retrieves the product from the builder

![](data:image/png;base64,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)

interface HousePlan

{

public void setBasement(String basement);

public void setStructure(String structure);

public void setRoof(String roof);

public void setInterior(String interior);

}

**/\*Final Product class\*/**

class House implements HousePlan

{

private String basement;

private String structure;

private String roof;

private String interior;

public void setBasement(String basement)

{

this.basement = basement;

}

public void setStructure(String structure)

{

this.structure = structure;

}

public void setRoof(String roof)

{

this.roof = roof;

}

public void setInterior(String interior)

{

this.interior = interior;

}

}

**/\*The Abstract Builder Class\*/**

interface HouseBuilder

{

public void buildBasement();

public void buildStructure();

public void bulidRoof();

public void buildInterior();

public House getHouse();

}

**/\* The Concrete Builder class\*/**

class IglooHouseBuilder implements HouseBuilder

{

private House house;

public IglooHouseBuilder()

{

this.house = new House();

}

public void buildBasement()

{

house.setBasement("Ice Bars");

}

public void buildStructure()

{

house.setStructure("Ice Blocks");

}

public void buildInterior()

{

house.setInterior("Ice Carvings");

}

public void bulidRoof()

{

house.setRoof("Ice Dome");

}

public House getHouse()

{

return this.house;

}

}

**/\*Another Concrete Builder class\*/**

class TipiHouseBuilder implements HouseBuilder

{

private House house;

public TipiHouseBuilder()

{

this.house = new House();

}

public void buildBasement()

{

house.setBasement("Wooden Poles");

}

public void buildStructure()

{

house.setStructure("Wood and Ice");

}

public void buildInterior()

{

house.setInterior("Fire Wood");

}

public void bulidRoof()

{

house.setRoof("Wood, caribou and seal skins");

}

public House getHouse()

{

return this.house;

}

}

**/\*Director class\*/**

**/\***

**The client creates the Director object and configures it with the desired**

**Builder object.**

**\*/**

**/\*See, that Client Class configures the Director Object CivilEngineer with the Desired Builder HouseBuilder object\*/**

class CivilEngineer

{

private HouseBuilder houseBuilder;

**//configures the director class with the desired Builder Object**

public CivilEngineer(HouseBuilder houseBuilder)

{

this.houseBuilder = houseBuilder;

}

**//return the final product**

public House getHouse()

{

return this.houseBuilder.getHouse();

}

**//Now, from client class, it must be called before obtaining the final product here**

public void constructHouse()

{

this.houseBuilder.buildBasement();

this.houseBuilder.buildStructure();

this.houseBuilder.bulidRoof();

this.houseBuilder.buildInterior();

}

}

**/\*Client class\*/**

class Builder

{

public static void main(String[] args)

{

HouseBuilder iglooBuilder = new IglooHouseBuilder();

CivilEngineer engineer = new CivilEngineer(iglooBuilder);

engineer.constructHouse();

House house = engineer.getHouse();

System.out.println("Builder constructed: "+ house);

}

}

**A Similar Example in c++  
  
#include <iostream>**

**using namespace std;**

**/\* Interface that is implemented by the final product\*/**

class HousePlan

{

public:

**//all members are pure virtual function**

  virtual void setWindow(string window)=0;

  virtual void setDoor(string door)=0;

  virtual void setBathroom(string bathroom)=0;

  virtual void setKitchen(string kitchen)=0;

  virtual void setFloor(string floor)=0;

};

**/\* Concrete class for the HousePlan interface \*/**

**/\*This is will be the final product returned\*/**

class House:public HousePlan

{

private :

  string window, door, kitchen, bathroom, floor;

public:

  void setWindow(string window)

  {

   this->window = window;

  }

  void setDoor(string door)

  {

   this->door = door;

  }

  void setBathroom(string bathroom)

  {

   this->bathroom = bathroom;

  }

  void setKitchen(string kitchen)

  {

   this->kitchen = kitchen;

  }

  void setFloor(string floor)

  {

   this->floor = floor;

  }

};

**/\* Builder Class \*/**

**class HouseBuilder**

**{**

**public:**

**/\* Abstract functions to build parts \*/**

virtual void buildWindow()=0;

  virtual void buildDoor()=0;

  virtual void buildKitchen()=0;

  virtual void buildBathroom()=0;

  virtual void buildFloor()=0;

**/\* The product is returned by this function \*/**

virtual House\* getHouse()=0;

**/\*A pointer to the House\*/**

**};**

**/\* Concrete class for the builder interface \*/**

class LavishHouse:public HouseBuilder

{

private:

  House \*house;

public:

  LavishHouse()

  {

   house = new House();

  }

  void buildWindow()

  {

   house->setWindow("French Window");

  }

  void buildDoor()

  {

   house->setDoor("Wooden Door");

  }

  void buildBathroom()

  {

   house->setBathroom("Modern Bathroom");

  }

  void buildKitchen()

  {

   house->setKitchen("Modular Kitchen");

  }

  void buildFloor()

  {

   house->setFloor("Wooden Floor");

  }

  House\* getHouse()

  {

   return this->house;

  }

};

**/\* Another Concrete class for the builder interface \*/**

class NormalHouse:public HouseBuilder

{

private:

  House \*house;

public:

  NormalHouse()

  {

   house = new House();

  }

  void buildWindow()

  {

   house->setWindow("Normal Window");

  }

  void buildDoor()

  {

   house->setDoor("Metal Door");

  }

  void buildBathroom()

  {

   house->setBathroom("Regular Bathroom");

  }

  void buildKitchen()

  {

   house->setKitchen("Regular Kitchen");

  }

  void buildFloor()

  {

   house->setFloor("Mosaic Floor");

  }

  House\* getHouse()

  {

   return this->house;

  }

};

**/\* The Director. Constructs the house \*/**

class Contractor

{

private:

  HouseBuilder \*houseBuilder;  
 **//base class object**

public:

  Contractor(HouseBuilder \*houseBuilder)

  {

   this->houseBuilder = houseBuilder;

  }

House \*getHouse()

  {

   return houseBuilder->getHouse();

  }

void buildHouse()

  {

   houseBuilder->buildWindow();

   houseBuilder->buildDoor();

   houseBuilder->buildBathroom();

   houseBuilder->buildKitchen();

   houseBuilder->buildFloor();

  }

};

**/\* Example on how to use the Builder design pattern \*/**

int main()

{

  HouseBuilder \*lavishHouseBldr = new LavishHouse();

  HouseBuilder \*normalHouseBldr = new NormalHouse();

**/\*It’s like choosing a HouseBuilderPlan and giving the plan to (CivilEngineer)Contractor to execute the plan and get the final product: House\*/**

Contractor \*ctr1 = new Contractor(lavishHouseBldr);

  Contractor \*ctr2 = new Contractor(normalHouseBldr);

  ctr1->buildHouse();

  House \*house1 = ctr1->getHouse();

  cout<<"Constructed: "<<house1;

ctr2->buildHouse();

  House \*house2 = ctr2->getHouse();

  cout<<"Constructed: "<<house2;

}

* **Consequences Of Builder Pattern:**

1. It lets you vary a product's internal representation. The Builder object

provides the director with an abstract interface for constructing the

product. The interface **(The abstract builder class?)**lets the builder hide the representation and internal structure of the product. It also hides how the product gets assembled. Because the product is constructed through an abstract interface, all you have to do to change the product's internal representation is define a new kind of builder.

1. It isolates code for construction and representation. The Builder pattern

improves modularity by encapsulating the way a complex object is constructed

and represented. Clients needn't know anything about the classes that define

the product's internal structure; such classes don't appear in Builder's interface.

Each ConcreteBuilder contains all the code to create and assemble a

particular kind of product. The code is written once; then different

Directors can reuse it to build Product variants from the same set of parts.

In the earlier RTF example, we could define a reader for a format other

than RTF, say, an SGMLReader, and use the same TextConverters to generate

ASCIIText, TeXText, and TextWidget renditions of SGML documents.

(So, since director class (RTFReader) is separate that the Builder class (TextConverter), we could define a new Director class (a reader for a format other than RTF, sa SGMLReader, and use the same builder class (TextCoverters) to generate ASCIIText, TeXText, and TextWidget renditions of SGML documents)

1. It gives you finer control over the construction process. Unlike creational

patterns that construct products in one shot, the Builder pattern constructs the product step by step under the director's control. Only when the product is finished does the director retrieve it from the builder. Hence the Builder interface reflects the process of constructing the product more than other creational patterns. This gives you finer control over the construction process and consequently the internal structure of the resulting product.

(Like, in my c++ example, only Contractor knows the step by step construction of a House. Client does not need to know that)